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Abstract 
 
The MTRANS project aims to supply a general framework for expressing model 
transformations. We want this framework to be the most general possible. To achieve this, 
MTRANS is based on a meta-modeling approach (a meta-model is used to define the 
semantics of each model). The MTRANS framework is supplying a language and an 
environment to write models transformations. The language is composed by a fixed 
instruction set (conditional, loop, etc.) plus a part depending on the particular meta-models 
used. Thanks to, the meta-modeling approach, MTRANS can be used to transform all MOF-
compliant models. 
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Introduction 
 
Within the software engineering community, XML [XML] is becoming the “lingua franca” 
for data communication between applications. Consequently, XML is the common and 
standard projection for models of any kinds. The XMI [XMI] specification is used to represent 
all models and meta-models, which are MOF compliant. The MOF specification [MOF] 
defines a meta-meta-model, which is used in turn to define meta-models, such as a UML 
meta-model, an EJB meta-model or a Data Warehouse meta-model. All these meta-models 
consequently share a common “semantics”. The precision of this semantics may be adapted 
since the OCL assertion language may be applied at the meta-model or at the meta-meta-
model level. Consequently, the transformation between models of any kinds is easier because 
we have meta-meta-model used to define meta-models. Moreover, the physical representation 
of these models and meta-models are defined by the XMI specification. 
 
XML comes with a set of specifications. One of these is XSLT [XSLT], which allows 
transforming a XML document into another format. This format can be HTML, XML, or 
anything else. Consequently, XSLT could be used to transform models, which are represented 
in the XMI formalism. In the next section, we will see that directly using XSLT is not the best 
way to express models transformations. 
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Models transformation can be useful for different reasons; we can use it to optimize models, 
to reorganize models [BP96, GR98], to reuse data between different models, but also to 
simplify the evolution of meta-models. For instance, if we have a meta-model with a specific 
concept, if this concept is divided into two concepts in a future version, all models of the 
previous version are unusable unless we have some tool to convert your models. A language 
to express models transformation describes how to transform element of the first model into 
elements of the second and generates automatically a system which can convert your old 
model toward models which are compliant with the new meta-model. 
 
XSLT vs. MTRANS language 
 
As we saw in introduction, it seems that XSLT can be used to express model transformation if 
models are represented by XMI. Nevertheless, It appears difficult to use directly XSLT on a 
real system for some reasons: 
• Writing an XSLT program is long and painful. For instance, at France Telecom R&D, we 

use XLST to transform a model into another and this program takes about 7000 lines and 
it is unreadable. One important problem with XSLT is its poor readability and the high 
cost of maintenance for associated programs 

• Writing an XSLT program implies good skills in the MOF and XMI specification, 
because when using XPATH in XSLT, we must take into account the deep structure of 
models that depends on meta-models which are themselves highly dependent on MOF and 
XMI. Few people which are experts with MOF and XMI and we would welcome a more 
straightforward way of expressing these transformations. 

• Executing an XSLT program is not user-friendly for models transformation. There are no 
error messages that depend on the application domain. For example, if we want to 
transform a concept that does not exist, the processor XSLT does not inform the user. 

• Finally it is interesting to have the meta-models in line when generating code. This will 
allow the compiler to generate more clever patterns of XSLT code. 

 
At France Telecom R&D, we are working on a framework to express model transformations. 
This framework must guide and help a user to write these transformations. 
 
The MTRANS framework 
 
The framework uses XSLT to transform models, but we develop an abstraction level above 
XSLT, which is more compact and easier to understand than XSLT. The architecture of the 
framework is depicted in Figure 1. 
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Figure1.  Architecture of the MTRANS framework developed at France Telecom R&D 

 
 
In this architecture, we see that the MTRANS language depends on the source meta-models 
and on the destination models (they can be different). This architecture is natural, because 
when we want to transform models, what we want is to transform concepts, properties or 
relations which appear in models. All of model characteristics are defined in the meta-model. 
 
The MTRANS framework is composed by an editor of MTRANS program and by two 
browsers of meta-models, one for the source meta-model and another for the destination 
model. Those browsers are very important to create a user-friendly transformation framework. 
When we write a transformation, we want to transform concepts defined in a meta-model and 
we are using associations between those concepts to navigate inside a specific model. 
Consequently, those browsers give to the user, the name of concepts, their properties and their 
relations. We can also know the destination type of a relation, and so on. 
 
The MTRANS language associated with this framework is a language based on rules. A rule 
describes either a concept transformation (A to B) or a concept creation. Each rules is 
decomposed into two parts : one to specify attributes, and another to specify roles. This 
decomposition comes from the metamodel definition, indeed, a metamodel is defined by a set 
of concepts which contain attributes and which are linked by roles. Consequently, to obtain a 
valid instance of a meta-model we must fill these characteristics.   
  
UML manipulation  
 
As a simple example of model transformation, we are going to transform a class diagram into 
another by applying the transformation below: 
 
 “All attributes which are publics are transformed into private attributes and we generate 
access methods for these new attributes”  
 
This example is very naïve but is used here to illustrate the global characteristics of the 
MTRANS system. As we mentioned previously, a MTRANS program is composed by a fixed 
set of instructions (conditional, loop, etc.) and by a set of key words depending on the source 
meta-model. This second set is primarily use to navigate into the model by using the concepts 



defined in the meta-model. For instance, we can use the type reference define in the UML 
meta-model to access the type of an attribute. 
 

Customer
name : String
address : String

Bank
name : String

0..* 0..*0..*0..*

Custom er
name : String
address : String

set_name()
get_name()
set_address()
get_address()

Bank
name : String

set_name()
get_name()

0..* 0..*0..*0..*

Source model 
 

Destination model 

sourceMeta-model : "miniuml_correct" 
destinationMeta-model : "miniuml_correct" 
mode : "modification" 
setOfRules 
{ 
     Attribute [visibility=="public"] to Attribute { 

attributes: 
visibility = "private" 

roles: 
type = type 

} 
and Operation { 

attributes: 
name = "set_" # name, 
visibility = "public", 
ownerScope = "instance", 
isQuery = "false", 
specification = "none", 
isPolymorphic = "false", 
concurrency = "sequential" 

roles: 
parameter = new [value] Parameter(type) 

} 
and Operation { 

attributes: 
name = "get_" # name, 
visibility = "public", 
ownerScope = "instance", 
isQuery = "false", 
specification = "none", 
isPolymorphic = "false", 
concurrency = "sequential" 

roles: 
parameter = new [return] Parameter(type) 

        } 

[value] Parameter { 
param: 

att 
attributes: 

name = "value", 
visibility = "private", 
defaultValue = new Expression (), 
kind = "in" 

roles:  
type = att 

} 
 
[return] Parameter{ 

param: 
att 

attributes: 
name = "return", 
visibility = "private", 
defaultValue = new Expression (), 
kind = "return" 

roles:  
type = att 

} 
   
Expression { 

attributes : 
language = "none", 
body = "none" 

} 
} 

 

MTRANS program to convert the source model into the destination model 

 
Conclusion 
 
Compared to an approach such as UMLAUT [HJGP99], the MTRANS framework with its 
meta-modeling approach is more generic. We can transform all kinds of models, which are 
MOF compliant. The MTRANS language has been used to manipulate UML documents. The 
example presented is simple but we can use MTRANS for manipulations which are much 
more complex. For instance, we used MTRANS to apply the visitor design pattern to a UML 
class diagram. We are presently providing a more rigorous description of the MTRANS 
language. Another aspect is that we can prove formally that a MTRANS program terminate 
(infinite loop or non-termination is not possible). 
 
To finish, writing a model transformation with the MTRANS framework is fast because the 
MTRANS language is small, declarative and also because the MTRANS framework is a 



guideline to write exact transformations rules (errors messages consistent, meta-model 
browser). 
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